Exception Handling in Java

1) Error

Error is irrecoverable e.g. OutOfMemoryError, VirtualMachineError, AssertionError etc.

There are three kinds of errors: syntax errors, runtime errors, and logic errors.

**Syntax errors/compile time error**

These are errors where the compiler finds something wrong with your program, and you can't even try to execute it. For example, you may have incorrect punctuation, or may be trying to use a variable that hasn't been declared.

Syntax errors are the easiest to find and correct. The compiler will tell you where it got into trouble, and its best guess as to what you did wrong. Usually the error is on the exact line indicated by the compiler, or the line just before it; however, if the problem is incorrectly nested braces, the actual error may be at the beginning of the nested block.

**public class threadeg1 {**

**public static void main(String [] args)**

**{**

**System.out.println("Hello")**

**System.out.println("Hi")**

**}**

**}**

**Output :**

**$javac threadeg1.java**  
threadeg1.java:6: error: ';' expected

System.out.println("Hello")

^

threadeg1.java:7: error: ';' expected

System.out.println("Hi")

^
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**Runtime errors**

If there are no syntax errors, Java may detect an error while your program is running. You will get an error message telling you the kind of error, and a **stack trace** that tells not only where the error occurred, but also what other [method](https://www.cis.upenn.edu/~matuszek/General/JavaSyntax/methods.html) or methods you were in. For example,

**public class threadeg1 {**

**public static void main()**

**{**

**System.out.println("Hello");**

**System.out.println("Hi");**

**}**

**}**

**output**

Error: Main method not found in class threadeg1, please define the main method as:

public static void main(String[] args)

or a JavaFX application class must extend javafx.application.Application

**//code compiles but JVM cannot run it…..**

Runtime errors are intermediate in difficulty. Java tells you where it discovered that your program had gone wrong, but you need to trace back from there to figure out where the problem originated.

**Logical errors**

A logic error, or **bug**, is when your program compiles and runs, but does the wrong thing. The Java system, of course, has no idea what your program is *supposed* to do, so it provides no additional information to help you find the error.

Ways to track down a logic error include:

* Think about what the program must have done in order to produce the results it did. This will lead you to where the error must have occurred.
* Put in [print statements](https://www.cis.upenn.edu/~matuszek/General/JavaSyntax/print-statements.html) to help you figure out what the program is actually doing.
* Use a **debugger** to step through your program and watch what it does.

**public** **class** threadeg1 {

**public** **static** **void** main(String args[])

{

Double sal= 5000.00;

sal = sal\*15/100;

System.***out***.println("salary =” + sal);

}

}

Output : 750 .00

What is Exception in Java

**Dictionary Meaning:** Exception is an abnormal condition/runtime error .

In Java, an exception is an event that disrupts the normal flow of the program. **It is an object which is thrown at runtime.**

An exception can occur for many different reasons. Following are some scenarios where an exception occurs.

* A user has entered an invalid data.
* A file that needs to be opened cannot be found.
* A network connection has been lost in the middle of communications or the JVM has run out of memory.

Some of these exceptions are caused by user error, others by programmer error, and others by physical resources that have failed in some manner.

Types of Java Exceptions

There are mainly two types of exceptions: checked and unchecked. Here, an error is considered as the unchecked exception.

1. Checked Exception
2. Unchecked Exception

Difference between Checked and Unchecked Exceptions

1) Checked Exception

**a.** A checked exception is an exception that is checked (notified) by the compiler at compilation-time, these are also called as **compile time exceptions**. These exceptions cannot simply be ignored, the programmer should take care of (handle) these exceptions.

**b.** For example, if you use **FileReader** class in your program to read data from a file, if the file specified in its constructor doesn't exist, then a *FileNotFoundException* occurs, and the compiler prompts the programmer to handle the exception.

### Example

import java.io.File;

import java.io.FileReader;

public class FilenotFound\_Demo {

public static void main(String args[]) {

File file = new File("E://file.txt");

FileReader fr = new FileReader(file);

}

}

If you try to compile the above program, you will get the following exceptions.

### Output

C:\>javac FilenotFound\_Demo.java

FilenotFound\_Demo.java:8: error: unreported exception FileNotFoundException; must be caught or declared to be thrown

FileReader fr = new FileReader(file);

^
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**c.** The classes which directly inherit Throwable class except RuntimeException and Error are known as checked exceptions e.g. IOException, SQLException etc. Checked exceptions are checked at compile-time.

2) Unchecked Exception

**a.** An unchecked exception is an exception that occurs at the time of execution. These are also called as **Runtime Exceptions**. These include programming bugs, such as logic errors or improper use of an API. Runtime exceptions are ignored at the time of compilation.

**b.** For example, if you have declared an array of size 5 in your program, and trying to call the 6th element of the array then an *ArrayIndexOutOfBoundsExceptionexception* occurs.

### Example

public class Unchecked\_Demo {

public static void main(String args[]) {

int num[] = {1, 2, 3, 4};

System.out.println(num[5]);

}

}

If you compile and execute the above program, you will get the following exception.

### Output

Exception in thread "main" java.lang.ArrayIndexOutOfBoundsException: 5

at Exceptions.Unchecked\_Demo.main(Unchecked\_Demo.java:8)

**c.**

The classes which inherit RuntimeException are known as unchecked exceptions e.g. ArithmeticException, NullPointerException, ArrayIndexOutOfBoundsException etc. Unchecked exceptions are not checked at compile-time, but they are checked at runtime.

What is Exception Handling

**Exception Handling is a mechanism to handle runtime errors such as ClassNotFoundException, IOException, SQLException, RemoteException, etc.**

Advantage of Exception Handling

The core advantage of exception handling is **to maintain the normal flow of the application**. An exception normally disrupts the normal flow of the application that is why we use exception handling. Let's take a scenario:

1. statement 1;
2. statement 2;
3. statement 3;
4. statement 4;
5. statement 5;//exception occurs
6. statement 6;
7. statement 7;
8. statement 8;
9. statement 9;
10. statement 10;

Suppose there are 10 statements in your program and there occurs an exception at statement 5, the rest of the code will not be executed i.e. statement 6 to 10 will not be executed. If we perform exception handling, the rest of the statement will be executed. That is why we use exception handling in [Java](https://www.javatpoint.com/java-tutorial).

Hierarchy of Java Exception classes

The **java.lang.Throwable** class is the root class of Java Exception hierarchy which is inherited by two subclasses: **Exception and Error**. A hierarchy of Java Exception classes are given below:
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throwable :

1. It is a class that represents all errors and exceptions which may occur in java
2. Exception is the super class of all exceptions in java
3. Exception can be handled by programmer but error which cannot be , never be handled …

Java Exception Handling Example

**//without try and catch**

public class JavaExceptionExample{

public static void main(String args[]){

//code that may raise exception

int data=100/0;

//rest code of the program

System.out.println("rest of the code...");

}

}

Let's see an example of Java Exception Handling where we using a try-catch statement to handle the exception.

**public** **class** JavaExceptionExample{

**public** **static** **void** main(String args[]){

**try**{

//code that may raise exception

**int** data=100/0;

}**catch**(ArithmeticException e){System.out.println(e);} //to understand problem

//rest code of the program

finally {

System.out.println("rest of the code..."); }

}

}

Output:

**Exception in thread main java.lang.ArithmeticException:/ by zero**

**rest of the code...**

**In the above example, 100/0 raises an ArithmeticException which is handled by a try-catch block.**

Common Scenarios of Java Exceptions

There are given some scenarios where **unchecked exceptions** may occur. They are as follows:

**1) A scenario where ArithmeticException occurs**

If we divide any number by zero, there occurs an ArithmeticException.

**int** a=50/0;//ArithmeticException

**2) A scenario where NullPointerException occurs**

If we have a null value in any [variable](https://www.javatpoint.com/java-variables), performing any operation on the variable throws a NullPointerException.

String s=**null**;

System.out.println(s.length());//NullPointerException

**3) A scenario where NumberFormatException occurs**

The wrong formatting of any value may occur NumberFormatException. Suppose I have a [string](https://www.javatpoint.com/java-string) variable that has characters, converting this variable into digit will occur NumberFormatException.

1. String s="abc";
2. **int** i=Integer.parseInt(s);//NumberFormatException

**4) A scenario where ArrayIndexOutOfBoundsException occurs**

If you are inserting any value in the wrong index, it would result in ArrayIndexOutOfBoundsException as shown below:

**int** a[]=**new** **int**[5];

a[10]=50; //ArrayIndexOutOfBoundsException

Java try-catch block

Java try block

Java **try** block is used to enclose the code that might throw an exception. It must be used within the method.

If an exception occurs at the particular statement of try block, the rest of the block code will not execute. So, it is recommended not to keeping the code in try block that will not throw an exception.

Java try block must be followed by either catch or finally block.

Syntax of Java try-catch

**try**{

//code that may throw an exception

}**catch**(Exception\_class\_Name ref){}

Syntax of try-finally block

**try**{

//code that may throw an exception

}**finally**{}

Java catch block

Java catch block is used to handle the Exception by declaring the type of exception within the parameter. The declared exception must be the parent class exception ( i.e., Exception) or the generated exception type. However, the good approach is to declare the generated type of exception.

**The catch block must be used after the try block only. You can use multiple catch block with a single try block.**

Problem without exception handling

Let's try to understand the problem if we don't use a try-catch block.

Example 1

**public** **class** TryCatchExample1 {

**public** **static** **void** main(String[] args) {

**int** data=50/0; //may throw exception

System.out.println("rest of the code");

    }

}

**Output:**

Exception in thread "main" java.lang.ArithmeticException: / by zero

As displayed in the above example, the **rest of the code** is not executed (in such case, the **rest of the code** statement is not printed).

There can be 100 lines of code after exception. So all the code after exception will not be executed.

Solution by exception handling

Let's see the solution of the above problem by a java try-catch block.

Example 2

**public** **class** TryCatchExample2 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** data=50/0; //may throw exception

        }

            //handling the exception

**catch**(ArithmeticException e)

        {

            System.out.println(e);

        }

        System.out.println("rest of the code");

    }

}

**[Test it Now](http://www.javatpoint.com/opr/test.jsp?filename=TryCatchExample2" \t "_blank)**

**Output:**

java.lang.ArithmeticException: / by zero

rest of the code

Now, as displayed in the above example, the **rest of the code** is executed, i.e., the **rest of the code** statement is printed.

Example 3

In this example, we also kept the code in a try block that will not throw an exception.

**public** **class** TryCatchExample3 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** data=50/0; //may throw exception

                         // if exception occurs, the remaining statement will not exceute

        System.out.println("rest of the code");

        }

             // handling the exception

**catch**(ArithmeticException e)

        {

            System.out.println(e);

        }

    }

}

**[Test it Now](http://www.javatpoint.com/opr/test.jsp?filename=TryCatchExample3" \t "_blank)**

**Output:**

java.lang.ArithmeticException: / by zero

Here, we can see that if an exception occurs in the try block, the rest of the block code will not execute.

Example 4

Here, we handle the exception using the parent class exception.

**public** **class** TryCatchExample4 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** data=50/0; //may throw exception

        }

            // handling the exception by using Exception class

**catch**(Exception e)

        {

            System.out.println(e);

        }

        System.out.println("rest of the code");

    }

}

**[Test it Now](http://www.javatpoint.com/opr/test.jsp?filename=TryCatchExample4" \t "_blank)**

**Output:**

java.lang.ArithmeticException: / by zero

rest of the code

Example 5

Let's see an example to print a custom message on exception.

**public** **class** TryCatchExample5 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** data=50/0; //may throw exception

        }

             // handling the exception

**catch**(Exception e)

        {

                  // displaying the custom message

            System.out.println("Can't divided by zero");

        }

    }

}

**[Test it Now](http://www.javatpoint.com/opr/test.jsp?filename=TryCatchExample5" \t "_blank)**

**Output:**

Can't divided by zero

Example 6

Let's see an example to resolve the exception in a catch block.

**public** **class** TryCatchExample6 {

**public** **static** **void** main(String[] args) {

**int** i=50;

**int** j=0;

**int** data;

**try**

        {

        data=i/j; //may throw exception

        }

            // handling the exception

**catch**(Exception e)

        {

             // resolving the exception in catch block

            System.out.println(i/(j+2));

        }

    }

}

**[Test it Now](http://www.javatpoint.com/opr/test.jsp?filename=TryCatchExample6" \t "_blank)**

**Output:**

25

Example 7

In this example, along with try block, we also enclose exception code in a catch block.

**public** **class** TryCatchExample7 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** data1=50/0; //may throw exception

        }

             // handling the exception

**catch**(Exception e)

        {

            // generating the exception in catch block

**int** data2=50/0; //may throw exception

        }

    System.out.println("rest of the code");

    }

}

**[Test it Now](http://www.javatpoint.com/opr/test.jsp?filename=TryCatchExample7" \t "_blank)**

**Output:**

Exception in thread "main" java.lang.ArithmeticException: / by zero

**Here, we can see that the catch block didn't contain the exception code. So, enclose exception code within a try block and use catch block only to handle the exceptions.**

Example 8

In this example, we handle the generated exception (Arithmetic Exception) with a different type of exception class (ArrayIndexOutOfBoundsException).

**public** **class** TryCatchExample8 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** data=50/0; //may throw exception

        }

            // try to handle the ArithmeticException using ArrayIndexOutOfBoundsException

**catch**(ArrayIndexOutOfBoundsException e)

        {

            System.out.println(e);

        }

        System.out.println("rest of the code");

    }

}

**[Test it Now](http://www.javatpoint.com/opr/test.jsp?filename=TryCatchExample8" \t "_blank)**

**Output:**

Exception in thread "main" java.lang.ArithmeticException: / by zero

Example 9

Let's see an example to handle another unchecked exception.

**public** **class** TryCatchExample9 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** arr[]= {1,3,5,7};

        System.out.println(arr[10]); //may throw exception

        }

            // handling the array exception

**catch**(ArrayIndexOutOfBoundsException e)

        {

            System.out.println(e);

        }

        System.out.println("rest of the code");

    }

}

**[Test it Now](http://www.javatpoint.com/opr/test.jsp?filename=TryCatchExample9" \t "_blank)**

**Output:**

java.lang.ArrayIndexOutOfBoundsException: 10

rest of the code

Example 10

Let's see an example to handle checked exception.

**import** java.io.FileNotFoundException;

**import** java.io.PrintWriter;

**public** **class** TryCatchExample10 {

**public** **static** **void** main(String[] args) {

        PrintWriter pw;

**try** {

            pw = **new** PrintWriter("jtp.txt"); //may throw exception

            pw.println("saved");

        }

// providing the checked exception handler

**catch** (FileNotFoundException e) {

            System.out.println(e);

        }

    System.out.println("File saved successfully");

    }

}

**[Test it Now](http://www.javatpoint.com/opr/test.jsp?filename=TryCatchExample10" \t "_blank)**

**Output:**

File saved successfully

Internal working of java try-catch block
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**The JVM firstly checks whether the exception is handled or not. If exception is not handled, JVM provides a default exception handler that performs the following tasks:**

* Prints out exception description.
* Prints the stack trace (Hierarchy of methods where the exception occurred).
* Causes the program to terminate.

But if exception is handled by the application programmer, normal flow of the application is maintained i.e. rest of the code is executed.

Note the following −

* A catch clause cannot exist without a try statement.
* It is not compulsory to have finally clauses whenever a try/catch block is present.
* The try block cannot be present without either catch clause or finally clause.
* Any code cannot be present in between the try, catch, finally blocks.

Difference between throw and throws in Java

There are many differences between throw and throws keywords. A list of differences between throw and throws are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **throw** | **throws** |
| 1) | Java throw keyword is used to explicitly throw an exception. | Java throws keyword is used to declare an exception. |
| 2) | Checked exception cannot be propagated using throw only. | Checked exception can be propagated with throws. |
| 3) | Throw is followed by an instance. | Throws is followed by class. |
| 4) | Throw is used within the method. | Throws is used with the method signature. |
| 5) | You cannot throw multiple exceptions. | You can declare multiple exceptions e.g. public void method()throws IOException,SQLException. |

**Throw clause**

In Java we have already defined exception classes such as ArithmeticException, NullPointerException, ArrayIndexOutOfBounds exception etc. These exceptions are set to trigger on different-2 conditions. For example when we divide a number by zero, this triggers ArithmeticException, when we try to access the array element out of its bounds then we get ArrayIndexOutOfBoundsException.

**We can define our own set of conditions or rules and throw an exception explicitly using throw keyword.** For example, we can throw ArithmeticException when we divide number by 5, or any other numbers, what we need to do is just set the condition and throw any exception using throw keyword.

**Syntax of throw keyword:**

throw new exception\_class("error message");

**Throw Example**

public class Example1{

void checkAge(int age){

if(age<18)

throw new ArithmeticException("Not Eligible for voting");

else

System.out.println("Eligible for voting");

}

public static void main(String args[]){

Example1 obj = new Example1();

obj.checkAge(13);

System.out.println("End Of Program");

}

}

Output:

Exception in thread "main" java.lang.ArithmeticException:

Not Eligible for voting

at Example1.checkAge(Example1.java:4)

at Example1.main(Example1.java:10)

**Throws**

**Throws keyword** is used for handling checked exceptions. By using throws we can declare multiple exceptions in one go.

## What is the need of having throws keyword when you can handle exception using try-catch?

Well, that’s a valid question. We already know we can [handle exceptions](https://beginnersbook.com/2013/04/java-exception-handling/) using [try-catch block](https://beginnersbook.com/2013/04/try-catch-in-java/).  
The throws does the same thing that try-catch does but there are some cases where you would prefer throws over try-catch. For example:  
Lets say we have a method myMethod() that has statements that can throw either ArithmeticException or NullPointerException, in this case you can use try-catch as shown below:

public void myMethod()

{

try {

// Statements that might throw an exception

}

catch (ArithmeticException e) {

// Exception handling statements

}

catch (NullPointerException e) {

// Exception handling statements

}

}

But suppose you have several such methods that can cause exceptions, in that case it would be tedious to write these try-catch for each method. The code will become unnecessary long and will be less-readable.

One way to overcome this problem is by using throws like this: declare the exceptions in the method signature using throws and handle the exceptions where you are calling this method by using try-catch.  
Another advantage of using this approach is that you will be forced to handle the exception when you call this method, all the exceptions that are declared using throws, must be handled where you are calling this method else you will get compilation error.

public void myMethod() throws ArithmeticException, NullPointerException

{

// Statements that might throw an exception

}

public static void main(String args[]) {

try {

myMethod();

}

catch (ArithmeticException e) {

// Exception handling statements

}

catch (NullPointerException e) {

// Exception handling statements

}

}

**Example of throws Keyword**

In this example the method myMethod() is throwing two **checked exceptions** so we have declared these exceptions in the method signature using **throws** Keyword. If we do not declare these exceptions then the program will throw a compilation error.

import java.io.\*;

class ThrowExample {

void myMethod(int num)throws IOException, ClassNotFoundException{

if(num==1)

throw new IOException("IOException Occurred");

else

throw new ClassNotFoundException("ClassNotFoundException");

}

}

public class Example1{

public static void main(String args[]){

try{

ThrowExample obj=new ThrowExample();

obj.myMethod(1);

}catch(Exception ex){

System.out.println(ex);

}

}

}

Output:

java.io.IOException: IOException Occurred

eg

public class Example1{

int division(int a, int b) throws ArithmeticException{

int t = a/b;

return t;

}

public static void main(String args[]){

Example1 obj = new Example1();

try{

System.out.println(obj.division(15,0));

}

catch(ArithmeticException e){

System.out.println("You shouldn't divide number by zero");

}

}

}

**Output:**

You shouldn't divide number by zero

Types of Exception in Java with Examples

Java defines several types of exceptions that relate to its various class libraries. Java also allows users to define their own exceptions.

![exceptions-in-java](data:image/png;base64,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)

**Built-in exceptions** are the exceptions which are available in Java libraries. These exceptions are suitable to explain certain error situations. Below is the list of important built-in exceptions in Java.

1. **ArithmeticException**  
   It is thrown when an exceptional condition has occurred in an arithmetic operation.
2. **ArrayIndexOutOfBoundsException**It is thrown to indicate that an array has been accessed with an illegal index. The index is either negative or greater than or equal to the size of the array.
3. **ClassNotFoundException**This Exception is raised when we try to access a class whose definition is not found
4. **FileNotFoundException**This Exception is raised when a file is not accessible or does not open.
5. **IOException**It is thrown when an input-output operation failed or interrupted
6. **InterruptedException**It is thrown when a thread is waiting , sleeping , or doing some processing , and it is interrupted.
7. **NoSuchFieldException**It is thrown when a class does not contain the field (or variable) specified
8. **NoSuchMethodException**It is thrown when accessing a method which is not found.
9. **NullPointerException**This exception is raised when referring to the members of a null object. Null represents nothing
10. **NumberFormatException**This exception is raised when a method could not convert a string into a numeric format.
11. **RuntimeException**This represents any exception which occurs during runtime.
12. **StringIndexOutOfBoundsException**It is thrown by String class methods to indicate that an index is either negative than the size of the string

**User-Defined Exceptions**

Sometimes, the built-in exceptions in Java are not able to describe a certain situation. In such cases, user can also create exceptions which are called ‘user-defined Exceptions’.  
Following steps are followed for the creation of user-defined Exception.

* The user should create an exception class as a subclass of Exception class. Since all the exceptions are subclasses of Exception class, the user should also make his class a subclass of it. This is done as:

class MyException extends Exception

* We can write a default constructor in his own exception class.

MyException(){}

* We can also create a parameterized constructor with a string as a parameter.  
  We can use this to store exception details. We can call super class(Exception) constructor from this and send the string there.

MyException(String str)

{

super(str);

}

* To raise exception of user-defined type, we need to create an object to his exception class and throw it using throw clause, as:
  + MyException me = new MyException(“Exception details”);

throw me;

* The following program illustrates how to create own exception class MyException.
* Details of account numbers, customer names, and balance amounts are taken in the form of three arrays.
* In main() method, the details are displayed using a for-loop. At this time, check is done if in any account the balance amount is less than the minimum balance amount to be ept in the account.
* If it is so, then MyException is raised and a message is displayed “Balance amount is less”.

|  |
| --- |
| // Java program to demonstrate user defined exception    // This program throws an exception whenever balance  // amount is below Rs 1000  public class MyException extends Exception  {      //store account information      private static int accno[] = {1001, 1002, 1003, 1004};        private static String name[] =                   {"Nish", "Shubh", "Sush", "Abhi", "Akash"};        private static double bal[] =           {10000.00, 12000.00, 5600.0, 999.00, 1100.55};        // default constructor      MyException() {    }        // parametrized constructor      MyException(String str) { super(str); }        // write main()      public static void main(String[] args)      {          try  {              // display the heading for the table              System.out.println("ACCNO" + "\t" + "CUSTOMER" +                                             "\t" + "BALANCE");                // display the actual account information              for (int i = 0; i < 5 ; i++)              {                  System.out.println(accno[i] + "\t" + name[i] +                                                 "\t" + bal[i]);                    // display own exception if balance < 1000                  if (bal[i] < 1000)                  {                      MyException me =                         new MyException("Balance is less than 1000");                      throw me;                  }              }          } //end of try            catch (MyException e) {              e.printStackTrace();          }      }  } |

* RunTime Error
* MyException: Balance is less than 1000
* at MyException.main(fileProperty.java:36)
* **Output:**
* ACCNO CUSTOMER BALANCE
* 1001 Nish 10000.0
* 1002 Shubh 12000.0
* 1003 Sush 5600.0
* 1004 Abhi 999.0